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ABSTRACT

The effective length of a filter designed using the frequency-response masking technique is very high and requires a very large number of delay elements. In this paper, we present some useful techniques for reducing the data transfer between the FPGA and external memory when the random logic are implemented using FPGA and the delay elements are implemented using external memory such as DRAM.

1. INTRODUCTION

The frequency-response masking technique [1-14] uses a system of sub-filters as shown in Fig.1 to synthesize a very sharp filter. The sub-filter determining the transition band of the filter (called the band-edge shaping filter) is obtained by replacing each delay element of a prototype filter by \( M \) delay elements and so has very long filter length although it has very low arithmetic complexity. When an FPGA is used in the implementation, in order to reduce hardware cost, only the arithmetic unit, random logic functions, and a limited amount of storage locations are implemented on the FPGA. The tap delay line of the band-edge shaping filter and those of the masking filters are usually implemented in low cost external memory such as DRAM. The coefficient values of the sub-filters are stored on external ROM. Accessing external memory is usually very much slower than internal on chip data transfer within the FPGA. Thus, fetching data from external memory contribute a significant overhead to the operating speed of the filter. In order to improve the operating speed of the filter, it is obviously advantageous to reduce the amount of data transfer between external memory and the FPGA.

2. EXTERNAL MEMORY ACCESS

Let the lengths of \( H_a(z) \), \( H_{Ma}(z) \), and \( H_{Mc}(z) \) be \( N_a \), \( N_{Ma} \) and \( N_{Mc} \), respectively. Thus, in every sampling interval, \( N_a + N_{Ma} + N_{Mc} \) samples of signal data must be fetched from memory. Taking the symmetry of the coefficients into consideration there are \( (N_a + N_{Ma} + N_{Mc})/2 \) distinct coefficients. If two address pointers (one points to each of the two data to be multiplied by the same coefficient) for each sub-filter are maintained inside the FPGA, then there will be \( (N_a + N_{Ma} + N_{Mc})/2 \) ROM fetches per sampling interval to fetch the coefficients; otherwise, there will be \( (N_a + N_{Ma} + N_{Mc}) \) ROM fetches per sampling interval.

3. REDUCING MEMORY FETCH
   FOR \( H_{Ma}(z) \) AND \( H_{Mc}(z) \)

Let \( H_{Ma}(z) \) and \( H_{Mc}(z) \) be given by

\[
H_{Ma}(z) = \sum_{n=0}^{N_{Ma}-1} h_{Ma}(n)z^{-n}
\]  

and

\[
H_{Mc}(z) = \sum_{n=0}^{N_{Mc}-1} h_{Mc}(n)z^{-n}
\]
$H_{Ma}(z)$ and $H_{Mc}(z)$ may be expressed in their $R$ polyphase components as

$$H_{Ma}(z) = \sum_{r=0}^{R-1} z^{-r} \sum_{n=0}^{N_{Ma}/R-1} h_{Ma}(nR + r) z^{-nR}$$  \hspace{1cm} (3)$$

and

$$H_{Mc}(z) = \sum_{r=0}^{R-1} z^{-r} \sum_{n=0}^{N_{Mc}/R-1} h_{Mc}(nR + r) z^{-nR}$$  \hspace{1cm} (4)$$

In (3) and (4), we have assumed that $N_{Ma}$ and $N_{Mc}$ are divisible by $R$. If $N_{Ma}$ and $N_{Mc}$ are not divisible by $R$, then zero valued terms are added to $H_{Ma}(z)$ and $H_{Mc}(z)$ until they are divisible by $R$. The synthesis structure for $R = 3$ is shown in Fig.2. It can be seen from Fig.2 that the number of memory accesses is reduced by a factor of $R$ but $R - 1$ additional storage locations are needed to store the outputs of the polyphase filters. Furthermore, the coefficients of the polyphase filters may not be symmetrical.

**Fig.2** Polyphase implementation of $H_{Ma}(z)$ and $H_{Mc}(z)$ for $R = 3$. Note that the number of memory accesses is reduced by a factor of $R$.

**4. $H_{Ma}(z)$ AND $H_{Mc}(z)$ MAY SHARE THE SAME SET OF DELAY ELEMENTS**

If $H_{Ma}(z)$ and $H_{Mc}(z)$ are implemented as shown in Fig.3, obviously they may share the same delay elements as shown in Fig.4. The implementation structure of Fig.4 is useful if the delay elements of $H_{Ma}(z)$ and $H_{Mc}(z)$ are implemented in FPGA where the total number of delay elements must be reduced to the minimum. The corresponding polyphase structure for $R = 2$ is shown in Fig.5.

**Fig.3** An implementation for $H_{Ma}(z)$ and $H_{Mc}(z)$.

**Fig.4** An implementation for $H_{Ma}(z)$ and $H_{Mc}(z)$ where $H_{Ma}(z)$ and $H_{Mc}(z)$ share the same delay elements assuming that $H_{Ma}(z)$ and $H_{Mc}(z)$ have the same order.

**Fig.5** Polyphase implementation of the circuit shown in Fig.4 for $R = 2$. 
5 REDUCING MEMORY FETCH FOR $H_a(z^M)$

Let

$$X(z) = \sum_{n} x(n)z^{-n}$$ (5)

$X(z)$ may be expressed in its polyphase components as

$$X(z) = \sum_{m=0}^{M-1} z^{-m} X_m(z^M)$$ (6)

where

$$X_m(z^M) = \sum_{n=0}^{\infty} x(nM + m)z^{-nM}$$ (7)

Since $U(z) = X(z)H_a(z^M)$, we have

$$U(z) = \sum_{m=0}^{M-1} z^{-m} X_m(z^M) H_a(z^M)$$ (8)

Let

$$U_m(z^M) = X_m(z^M) H_a(z^M)$$ (9)

From (8) and (9), $U(z)$ may be written as

$$U(z) = \sum_{m=0}^{M-1} z^{-m} U_m(z^M)$$ (10)

It can be seen from (10) that $U_m(z)$ is the $m^{th}$ polyphase component of $U(z)$. From (9), it is obvious that the polyphase components of $U(z)$ are the polyphase components of $X(z)$ filtered by the same filter $H_a(z^M)$. Because the same filter is used to filter all the polyphase components of $U(z)$, the number of ROM fetch operations to fetch the coefficients of $H_a(z^M)$ can be reduced if a further delay of $M$ sampling interval in the computation of $U(z)$ can be tolerated. Let

$$U'(z) = z^{-M} U(z)$$ (11)

$U'(z)$ may be obtained using the configuration shown in Fig.6. In Fig.6, the down sampling and up sampling processes do not cause any aliasing problem. Let $h_a(n)$ be the $n^{th}$ coefficient of $H_a(z)$. In the implementation of Fig.6, in order to minimize the number of ROM fetch operations to fetch the coefficients of $H_a(z)$, when $h_a(n)$ for a particular value of $n$ is fetched, it should be used to multiply with the corresponding elements of $X_m(z)$ for all $m$ before it is discarded. This will reduce the number of ROM fetch operations to fetch the coefficients of $H_a(z)$ by a factor of $M$ in the expense of an additional $2M$ storage locations on the FPGA.

The filters $H_a(z)$ in Fig.6 may also be split into its polyphase components to reduce the number of memory fetches for fetching $x(nM+m)$ in the same way as implementing $H_{M0}(z)$ and $H_{Mb}(z)$ by splitting them into their polyphase components as discussed in Section 3. If each $H_a(z)$ in Fig.6 is split into $R$ polyphase components, additional $MR$ storage locations are needed.

6 CONCLUSION

Several techniques for reducing RAM and ROM fetches in FPGA implementation of filters synthesized using the frequency-response masking technique are presented. The number of signal data fetches from RAM when implementing an FIR filter can be reduced by splitting the filter into its polyphase components. The number of coefficient data fetches in the implementation of the band-edge shaping filter can be reduced by splitting the input signal into its polyphase components. A method for $H_{M0}(z)$ and $H_{Mb}(z)$ to share the same delay elements are also presented.
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